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Abstract—Competitive programming involves solving 

algorithm-mic problems from various online platforms such as 
Codeforces, Leetcode, HackerRank, etc. These platforms offer a 
wide range of problems with varying difficulty levels and 
categories. However, finding relevant and challenging problems 
from these platforms can be time-consuming and overwhelming. 
In addition, many competitive programmers may not be familiar 
with all the platforms and may not know where to start looking 
for problems. To address this issue, we propose the development 
of a web-based search engine that aggregates problems from 
different platforms and allows users to search for specific 
problems based on various criteria such as difficulty level, tags, 
and contest name. The proposed search engine will use web 
scraping techniques to extract problem data from different 
platforms. The scraped data will be stored in a database and 
indexed using a search engine such as Elasticsearch. The search 
engine will provide users with a simple and intuitive interface to 
search for problems based on different criteria. Users will also be 
able to filter the results based on their preferences. Developing a 
web-based search engine for competitive programming problems 
from platforms like codeforces, Leetcode, etc, and writing the 
code for scraping using Nodejs for taking data (IDs, URL links, 
and tags of a question) from websites like codeforces. 

Keywords: Competitive programming involves solving 

algorithmic problems from various online platforms like Code- 

forces, Leetcode, HackerRank, etc. 

 
I.  INTRODUCTION 

Developing a web-based search engine for competitive 

programming problems. The search engine will aggregate 

problems from different platforms and allow users to search 

for specific problems based on various criteria such as 

difficulty level, tags, and contest name. The proposed solution 

involves web scraping techniques to extract problem data from 

different platforms, storing the scraped data in a database, 

and indexing it using a search engine like Elasticsearch. The 

search engine will provide users with a simple and intuitive 

interface to search for problems based on different criteria. 

 

Competitive programming has gained immense popularity 

among developers and computer science enthusiasts as a 

 
means of honing their problem-solving skills and algorithmic 

understanding. However, navigating the plethora of problems 

scattered across various online platforms can be a daunting 

task for both beginners and experienced programmers alike. 

To address this challenge, we propose the development of a 

comprehensive web-based search engine tailored specifically 

for competitive programming problems. This search engine 

aims to streamline the process of discovering relevant 

problems by aggregating data from multiple platforms and 

providing users with intuitive search functionalities. 

 

To ensure optimal performance and user experience, the 

scraped problem data will be stored and indexed using 

advanced indexing technologies like Elasticsearch. This 

indexing process will facilitate swift and accurate retrieval of 

problems based on various search criteria, including difficulty 

level, problem tags, contest names, and more. By providing a 

seamless interface that empowers users to refine their search 

queries and explore relevant problems effortlessly, our search 

engine aims to democratize access to high-quality competitive 

programming challenges and foster a vibrant community of 

aspiring programmers striving for mastery in algorithmic 

problem-solving. 

II.  APPLICATION 

A.  Education 

The platform can be used in educational institutions to help 

students and teachers find relevant and challenging problems to 

improve their algorithmic problem-solving skills. The platform 

can also be used to evaluate the progress of students and 

provide feedback. 

B.  Recruitment 

Companies that require algorithmic problem-solving skills 

as part of their recruitment process can use the platform to 

evaluate candidates. The platform can be used to provide a set 

of problems that are relevant to the position being offered, and 
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candidates can be evaluated based on their solutions to these 

problems. 

C.  Self-Learning 

The platform can be used by individuals who want to 

improve their algorithmic problem-solving skills for personal 

or professional development. The platform provides a means 

of finding relevant and challenging problems, allowing indi- 

viduals to track their progress and evaluate their skills. 

D.  Competitive Programming 

The platform can be used by competitive programmers to 

find problems for practicing and improving their skills. The 

platform can also be used to participate in online coding 

competitions and hackathons. 

III.  MONGODB SECURITY FEATURES 

This section introduces the built-in MongoDB (version 3.4) 

security features that are used to prevent popular database 

attacks: authentication, authorization, encryption, auditing, 

network exposure, and injection prevention. As noted below, 

not all of these features are completely effective. At the very 

least, many result in decreased database speed. 

A.  Authentication 

Authentication of a user is vital in any database 

implementation. Determining who the user is allows for 

authorization and other security measures to be applied 

appropriately. MongoDB uses SCRAM-SHA-1 as the default 

method for user authentication. The Internet Engineering Task 

Force (IETF) established SCRAM-SHA-1 to formally define 

how to securely implement a challenge-response mechanism 

that authenticates users with a password.[6] 

 

MongoDB previously defaulted to authorizing users with 

MongoDB Challenge and Response (MongoDB-CR). 

SCRAM-SHA-1 has a number of advantages over MongoDB- 

CR such as a tunable work factor, per-user random salts, 

a stronger hash function (SHA-1 rather than MD5), and 

bidirectional authentication of the server and client. It is vital 

that MongoDB implementations of versions before 3.0 update 

to the latest version to get these upgrades. Specifically, we 

will look closer at the hash functions SHA-1 and MD5. 

 

MD5 has been known to suffer from vulnerabilities since 

1996.[5] Over the years, even more security flaws of MD5 

have been found including the potential for collisions. While 

MD5 is a faster hash function than SHA-1, SHA-1 is widely 

accepted as being more secure. 

 
However, it is important to understand that SHA-1 is 

still vulnerable to attacks. In 2005, SHA-1 was also found to 

suffer from collisions and will not survive attacks from well- 

funded opponents.[5] SHA-1 has since been taken over by the 

preferred SHA-2 and SHA-3 cryptographic functions. There 

are open-source libraries to help programmers apply SHA-3 

to their MongoDB implementation. However, it is not built-in. 

 
Choosing the best built-in MongoDB authentication method 

really depends on the specific situation. For large-scale 

organizational use of MongoDB, investing in the MongoDB 

Enterprise edition seems to be a reasonable option. The 

enterprise edition of MongoDB unlocks more authentication 

methods such as Kerberos Authentication, and LDAP Proxy 

Authentication. 

B.  Authorization 

Authentication is a prerequisite for authorization. Now that 

unique instances of users can be reliably identified, each user 

can be assigned predefined roles. Roles are used to grant 

users access to different MongoDB resources.[3] 

 

Roles can be defined in the admin database and describe 

what privileges all users have over certain databases and 

collections. Roles can inherit privileges from other roles 

to expand on legal user actions. Database administrators 

have the responsibility of creating new users and assigning 

them roles. Administrators have the power to use MongoDB 

built-in roles or can create roles for a specific purpose. 

 

Database administrators must take full advantage of assigning 

roles. Limiting user behavior will limit the danger occurring 

from a single account being hacked. A hacked account only 

presents a disastrous outcome if that user is a database 

administrator. 

 

Fig. 1. A visualization of the exchange of messages during an authentication 
session. 

 

 

C.  Encryption 

MongoDB supports two different kinds of encryption. 

By default, it uses AES256-CBC, which is the Advanced 

Encryption Standard running in Cipher Block Chaining mode. 

Additionally, MongoDB supports AES256-GCM, which is 

known as Galois/Counter Mode. Two different types of keys 
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are used in the data encryption process: master keys and 

database keys. The data within the database is encrypted 

using the database keys, and the database keys are in turn 

encrypted with the master key. 

 
MongoDB does not offer any in-house features for 

application-level encryption. To encrypt each field or 

document, MongoDB documentation suggests writing a 

custom encryption/decryption methods or using solutions 

created by one of their partners. 

 

MongoDB also supports transport encryption, such as 

TLS/SSL, to encrypt network traffic. The implementation of 

TLS/SSL makes use of OpenSSL libraries, only using SSL 

ciphers that use a key that is at least 128-bit in length. 

 
 

 
Fig. 2. A conceptual model of how AES-CBC operates. 

 

 
D.  Network Exposure 

MongoDB should be implemented such that network 

exposure is limited. This is done by running MongoDB on a 

trusted network and only allowing trusted clients to interface 

with the network. 

 

By default, MongoDB follows the best practice   of 

limiting network access to localhost. In application, this 

implementation is not common since databases tend to be 

accessed remotely. However, this is an important starting 

point because authentication, authorization, and other security 

measures should be established before making the MongoDB 

instance available to the public. 

 

Once MongoDB is being hosted on a network and listening 

for connection attempts, only trusted connections to that 

network must be allowed. The use of firewalls and VPN 

can limit network traffic to only trusted users. It is also 

recommended that the port used to listen for connections be 

changed from the default, which is 27017. Automated attacks 

crawl through networks attempting to connect to MongoDB 

deployments using the default port. 

 

Even if a malicious user accesses the network, authentication 

and authorization security implementations should prevent an 

attacker from completing a disastrous attack such as a data 

ransom. 

E.  Injection Prevention 

Using injection methods as a means of hacking is possible 

in MongoDB. As mentioned in the security failures section,  

injections can occur in MongoDB. However, not all types of 

injections are possible due to built-in security features. 

 

One example of this is the fact that SQL injections are 

not possible. This is because when queries are assembled 

in MongoDB, build BSON objects instead of a string. 

Nevertheless, injections are still possible—both in the form 

of HTTP trespassing and JavaScript Injections. 

 
The MongoDB documentation presents ways in which 

these injections can be avoided. First, by being mindful 

of which MongoDB operations allow for the running of 

arbitrary JavaScript expressions: where, map Reduce, and 

group; second, by using the “CodeScope” mechanism if user-

supplied values must be passed a where clause. 

 

Fig. 3. A schematic showing how the process of injection hacking proceeds. 

 
IV.  FUTURE IMPROVEMENTS 

Of the built-in security features detailed in this paper, there 

are clear issues with authentication and encryption. 

 

The MongoDB authentication method defaults to a relatively 

costly hashing algorithm, SHA-1, which is proven to break 

under certain conditions. Implementing SHA-3 or paying 

for the enterprise edition are possible options to fix this. 

However, it seems evident that the the primary security risk 

for MongoDB is that the database administrators do not 

configure database security appropriately if at all. 

 

Defaulting to   an   effective,   free,   authentication   method 

is necessary if MongoDB wants to maintain its popularity.  

Otherwise, hacking user accounts will eventually become 

commonplace for free deployment. Database administrators 

will inevitably seek alternative data storage options. Finally,  

application-level encryption must be implemented independent 

of MongoDB instances. To avoid interception of data, all 

fields must be encrypted at every step. As mentioned 

previously, database security best practices are commonly 

ignored or left until the end. Application-level encryption 

should be built-in to encourage programmers to easily take 

advantage of the feature. 
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As one of the most popular No-SQL database management 

systems available, MongoDB should default to database 

security best practices. Of course, it is still up to the 

discretion of the database administrator to implement built-in 

features. Please note, implementing all built-in security 

features are a must for any successful database. 

V. CONCLUSION 

It would seem that MongoDB’s built-in features provide 

adequate security, especially for deployments running on the 

enterprise edition. However, there are still two main issues 

that need to be addressed: first, the use of SHA-1, which has 

been known to be vulnerable to attacks for over a decade; 

second, the absence of built-in application-level encryption. 

These issues notwithstanding, MongoDB (especially its 

enterprise edition) seems to be a secure and attractive option 

for big data needs. 

 

The hacks that occurred in early 2017 were due to 

MongoDB’s questionable selection of default settings, and 

also due to users not following best practices. With that in 

mind, MongoDB users should be motivated to make use of 

the security features offered and to ensure that a database’s 

settings are set up appropriately for their security needs. 

 

However, a better way to ensure compliance with the 

best security practices of MongoDB would be to have the 

security features as “opt-out” instead of “opt-in.” If all 

security features were on by default, speed may suffer, but 

the security of general deployments would improve. 

 

Additionally, DBAs may need to turn off these default 

settings to improve performance. As a result, they would 

likely become familiar with all of the security features 

available to them. Alternatively, as the default settings are 

now, DBAs have no performance-related incentive to learn 

about the built-in security features. 
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